**What's new in C# 3.0?**

Support for LINQ was the driving force behind the main enhancements in C# 3.0. **Query expressions** are the most obvious example, but **lambda expressions**, **extension methods** and **anonymous types** also fall into this category. However most of these enhancements are useful beyond LINQ.

Query expressions allow a SQL-like query syntax to be used in C#, e.g.

var nameList = new List<string> { "jack", "jill", "sue" };

var results = from name in nameList

where name.StartsWith("j")

select name;

Query expressions are just syntactic sugar - they resolve to standard method calls. For example the query expression above can be rewritten as:

var results = nameList.Where(name => name.StartsWith("j"));

The argument to Where() is a lambda expression, which represents an anonymous method. However a lambda expression is not just a more concise way to represent executable code - it can also be interpreted as a data structure (known as an expression tree), which allows the expression to be easily analysed or transformed at runtime. For example, LINQ-to-SQL makes use of this feature to transform C# queries to SQL queries, which gives much better performance than a simple in-memory filtering of results (as offered by DataTable.Select(), for example).

The Where() method shown above is an example of another new C# 3.0 feature: **extension methods**. Extension methods allow extra methods to be 'attached' to an existing type - any type, even sealed types or types you don't have the source code for. For example, the Where() method can be applied to any type that implements IEnumerable<T>.

Another new feature of C# 3.0 is the **var** keyword, which allows the compiler to infer the type of a variable from context, which is required for anonymous types but can be used with standard named types too:

var list = new List<string>() { "jack", "jill", "sue" }; // optional use with named types

var person = new { name = "jack", age = 20 }; // anonymous type

These examples also demonstrate the new object initializer and collection initializer syntax.

Finally, there are implicitly typed arrays and auto-implemented properties:

var names = new [] { "jack", "jill", "sue" }; // implicitly string[]

public string Name { get; set; } // auto-implemented property - private backing field auto-generated

**Type**

**What is an implicitly typed local variable declaration?**

In an **implicitly typed local variable declaration**, the type of the local variable being declared is inferred from the expression used to initialize the variable. When a local variable declaration specifies **var** as the type and no type named **var** is in scope, the declaration is an implicitly typed local variable declaration. For example:

var i = 5;

var s = "Hello";

var d = 1.0;

var numbers = new int[] {1, 2, 3};

var orders = new Dictionary<int,Order>();

The implicitly typed local variable declarations above are precisely equivalent to the following explicitly typed declarations:

int i = 5;

string s = "Hello";

double d = 1.0;

int[] numbers = new int[] {1, 2, 3};

Dictionary<int,Order> orders = new Dictionary<int,Order>();

A local variable declarator in an implicitly typed local variable declaration is subject to the following restrictions:

* The declarator must include an initializer.
* The initializer must be an expression. The initializer cannot be an object or collection initializer (§26.4) by itself, but it can be a **new** expression that includes an object or collection initializer.
* The compile-time type of the initializer expression cannot be the null type.
* If the local variable declaration includes multiple declarators, the initializers must all have the same compile-time type.

The following are examples of incorrect implicitly typed local variable declarations:

var x; // Error, no initializer to infer type from

var y = {1, 2, 3}; // Error, collection initializer not permitted

var z = null; // Error, null type not permitted

For reasons of backward compatibility, when a local variable declaration specifies **var** as the type and a type named **var** is in scope, the declaration refers to that type; however, a warning is generated to call attention to the ambiguity. Since a type named **var** violates the established convention of starting type names with an upper case letter, this situation is unlikely to occur.

The for-initializer of a **for** statement (§8.8.3) and the resource-acquisition of a **using** statement (§8.13) can be an implicitly typed local variable declaration. Likewise, the iteration variable of a **foreach** statement (§8.8.4) may be declared as an implicitly typed local variable, in which case the type of the iteration variable is inferred to be the element type of the collection being enumerated. In the example

int[] numbers = { 1, 3, 5, 7, 9 };

foreach (var n in numbers) Console.WriteLine(n);

the type of **n** is inferred to be **int**, the element type of **numbers**.

**What is an anonymous type? How is it different from any other reference type?**

Anonymous types are [class](http://msdn.microsoft.com/en-us/library/0b0thckt.aspx) types that derive directly from [object](http://msdn.microsoft.com/en-us/library/9kkx3h3c.aspx). The compiler provides a name for each anonymous type, although your application cannot access it. From the perspective of the common language runtime, an anonymous type is no different from any other reference type, except that it cannot be cast to any type except [object](http://msdn.microsoft.com/en-us/library/9kkx3h3c.aspx).

**How to create an object of an anonymous type?**

C# 3.0 permits the new operator to be used with an anonymous object initializer to create an object of an anonymous type.

primary-no-array-creation-expression:  
…  
anonymous-object-creation-expression

anonymous-object-creation-expression:  
new anonymous-object-initializer

anonymous-object-initializer:  
{ member-declarator-listopt }  
{ member-declarator-list , }

member-declarator-list:  
member-declarator  
member-declarator-list , member-declarator

member-declarator:  
simple-name  
member-access  
identifier = expression

An anonymous object initializer declares an anonymous type and returns an instance of that type. An anonymous type is a nameless class type that inherits directly from object. The members of an anonymous type are a sequence of read/write properties inferred from the object initializer(s) used to create instances of the type. Specifically, an anonymous object initializer of the form

new { p1 = e1 , p2 = e2 , … pn = en }

declares an anonymous type of the form

class \_\_Anonymous1  
{  
 private T1 f1 ;  
 private T2 f2 ;  
 …  
 private Tn fn ;

public T1 p1 { get { return f1 ; } set { f1 = value ; } }  
 public T2 p2 { get { return f2 ; } set { f2 = value ; } }  
 …  
 public T1 p1 { get { return f1 ; } set { f1 = value ; } }  
}

where each Tx is the type of the corresponding expression ex. It is a compile-time error for an expression in an anonymous object initializer to be of the null type.

The name of an anonymous type is automatically generated by the compiler and cannot be referenced in program text.

Within the same program, two anonymous object initializers that specify a sequence of properties of the same names and types in the same order will produce instances of the same anonymous type. (This definition includes the order of the properties because it is observable and material in certain circumstances, such as reflection.)

In the example

var p1 = new { Name = "Lawnmower", Price = 495.00 };  
var p2 = new { Name = "Shovel", Price = 26.95 };  
p1 = p2;

the assignment on the last line is permitted because p1 and p2 are of the same anonymous type.

A member declarator can be abbreviated to a simple name (§7.5.2) or a member access (§7.5.4). This is called a projection initializer and is shorthand for a declaration of and assignment to a property with the same name. Specifically, member declarators of the forms

identifier expr . identifier

are precisely equivalent to the following, respectively:

identifer = identifier identifier = expr . identifier

Thus, in a projection initializer the identifier selects both the value and the field or property to which the value is assigned. Intuitively, a projection initializer projects not just a value, but also the name of the value.

**Is it possible to have two or more anonymous types in the same assembly that have the same number and type of properties, in the same order?**

If two or more anonymous types in the same assembly have the same number and type of properties, in the same order, the compiler treats them as the same type. They share the same compiler-generated type information.

**Can we declare a field, a property, an event, or the return type of a method as having an anonymous type?**

You cannot declare a field, a property, an event, or the return type of a method as having an anonymous type. Similarly, you cannot declare a formal parameter of a method, property, constructor, or indexer as having an anonymous type. To pass an anonymous type, or a collection that contains anonymous types, as an argument to a method, you can declare the parameter as type object. However, doing this defeats the purpose of strong typing. If you must store query results or pass them outside the method boundary, consider using an ordinary named struct or class instead of an anonymous type.

**When can two instances of the same anonymous type be equal?**

Because the [Equals](http://msdn.microsoft.com/en-us/library/system.object.equals.aspx) and [GetHashCode](http://msdn.microsoft.com/en-us/library/system.object.gethashcode.aspx) methods on anonymous types are defined in terms of the Equals and GetHashcode methods of the properties, two instances of the same anonymous type are equal only if all their properties are equal.

**What is the use of dynamic type?**

Visual C# 2010 introduces a new type, dynamic. The type is a static type, but an object of type dynamic bypasses static type checking. In most cases, it functions like it has type object. At compile time, an element that is typed as dynamic is assumed to support any operation. Therefore, you do not have to be concerned about whether the object gets its value from

1. COM API,
2. Dynamic language such as IronPython,
3. HTML Document Object Model (DOM),
4. Reflection, or from somewhere else in the program. However, if the code is not valid, errors are caught at run time.

For example, if instance method exampleMethod1 in the following code has only one parameter, the compiler recognizes that the first call to the method, ec.exampleMethod1(10, 4), is not valid because it contains two arguments. The call causes a compiler error. The second call to the method, dynamic\_ec.exampleMethod1(10, 4), is not checked by the compiler because the type of dynamic\_ec is dynamic. Therefore, no compiler error is reported. However, the error does not escape notice indefinitely. It is caught at run time and causes a run-time exception.

static void Main(string[] args)

{

ExampleClass ec = new ExampleClass();

// The following line causes a compiler error if exampleMethod1 has only

// one parameter.

//ec.exampleMethod1(10, 4);

dynamic dynamic\_ec = new ExampleClass();

// The following line is not identified as an error by the

// compiler, but it causes a run-time exception.

dynamic\_ec.exampleMethod1(10, 4);

// The following calls also do not cause compiler errors, whether

// appropriate methods exist or not.

dynamic\_ec.someMethod("some argument", 7, null);

dynamic\_ec.nonexistentMethod();

}

class ExampleClass

{

public ExampleClass() { }

public ExampleClass(int v) { }

public void exampleMethod1(int i) { }

public void exampleMethod2(string str) { }

}

The role of the compiler in these examples is to package together information about what each statement is proposing to do to the object or expression that is typed as dynamic. At run time, the stored information is examined, and any statement that is not valid causes a run-time exception.

**What are the characteristics of dynamic type?**

**Operations**

The result of most dynamic operations is itself dynamic. For example, if you rest the mouse pointer over the use of testSum in the following example, IntelliSense displays the type (local variable) dynamic testSum.

dynamic d = 1;

var testSum = d + 3;

// Rest the mouse pointer over testSum in the following statement.

System.Console.WriteLine(testSum);

Operations in which the result is not dynamic include conversions from dynamic to another type, and constructor calls that include arguments of type dynamic. For example, the type of testInstance in the following declaration is ExampleClass, not dynamic.

var testInstance = new ExampleClass(d);

**Conversions**

Conversions between dynamic objects and other types are easy. This enables the developer to switch between dynamic and non-dynamic behavior.

Any object can be converted to dynamic type implicitly, as shown in the following examples.

dynamic d1 = 7;

dynamic d2 = "a string";

dynamic d3 = System.DateTime.Today;

dynamic d4 = System.Diagnostics.Process.GetProcesses();

Conversely, an implicit conversion can be dynamically applied to any expression of type dynamic.

int i = d1;

string str = d2;

DateTime dt = d3;

System.Diagnostics.Process[] procs = d4;

[**Overload Resolution with Arguments of Type dynamic**](javascript:void(0))

Overload resolution occurs at run time instead of at compile time if one or more of the arguments in a method call have the type dynamic, or if the receiver of the method call is of type dynamic. In the following example, if the only accessible exampleMethod2 method is defined to take a string argument, sending d1 as the argument does not cause a compiler error, but it does cause a run-time exception. Overload resolution fails at run time because the run-time type of d1 is int, and exampleMethod2 requires a string.

// Valid.

ec.exampleMethod2("a string");

// The following statement does not cause a compiler error, even though ec is not

// dynamic. A run-time exception is raised because the run-time type of d1 is int.

ec.exampleMethod2(d1);

// The following statement does cause a compiler error.

//ec.exampleMethod2(7);

**Why dynamic is introduced in .NET 4.0?**

The biggest reason is *that it allows a C# program to use dynamic dispatch to more naturally create objects coming from a dynamic language.*

For example, suppose you have a Calculator object declared in C#, meaning it is statically typed. You interact with your object like this:

Calculator calc = GetCalculator();

int sum = calc.Add(10, 20);

That’s pretty simple and straight forward. Now suppose the Calculator is not a statically typed .NET class (or it is a .NET class but you don’t know the specific type of class), you must do something like this:

object calc = GetCalculator();

Type calcType = calc.GetType();

object res = calcType.InvokeMember("Add", BindingFlags.InvokeMethod, null, new object[] { 10, 20 });

int sum = Convert.ToInt32(res);

That’s not nearly as simple. In fact, it’s downright ugly. There is a lot of non-type-safe calls and reflection going on here that you really shouldn’t have to see.

To take this a step further, if we knew that Calculator was a JavaScript class, you must use similar (but still significantly different) code:

ScriptObject calc = GetCalculator();

object res = calc.Invoke("Add", 10, 20);

int sum = Convert.ToInt32(res);

The reason for the differences in syntax is that there is no unification between the two APIs.

In C# 4.0, you can now use the following syntax:

dynamic calc = GetCalculator();

int sum = calc.Add(10, 20);

If you look at this syntax and the earlier statically typed call, you should notice that the only difference is that in C# we are declaring the data type to be dynamic.
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Does this mean that C# is loosing it's roots as a statically typed language or that we should all start moving towards dynamic languages? Absolutely not. What is means is that it is now easier for you to write C# code that talks to objects (or APIs) written in dynamically typed languages. It also means that there is a unified API to talk to any dynamic language. You no longer need to worry about what language you are interoperating with to determine which C# code you must write.

So how does the dynamic keyword work? As I mentioned, it's a keyword in a similar fashion to var. You declare at compile-time the type to be dynamic, but at run-time you get a strongly typed object.
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The dynamic keyword is great for writing C# code that consumes a dynamic object, but what about going the other direction and writing C# code that can be called from a dynamic language? You do this by implementing the IDynamicObject interface (or more simply, inheriting from the abstract DynamicObject class) and providing your own implementation for the member lookup and invocation.

Using the features and capabilities of the new dynamic keyword, the IDynamicObject interface, and the fact that the dynamic dispatch can dispatch to both dynamic and static types, C# effectively gets support for duck-typing.

**What's the difference between dynamic(C# 4) and var?**

[**http://stackoverflow.com/questions/961581/whats-the-difference-between-dynamicc-4-and-var**](http://stackoverflow.com/questions/961581/whats-the-difference-between-dynamicc-4-and-var)

[**http://msdn.microsoft.com/en-us/magazine/ee336309.aspx**](http://msdn.microsoft.com/en-us/magazine/ee336309.aspx)

[**http://stackoverflow.com/questions/301479/show-me-the-way-to-use-new-dynamic-keyword-in-c-4-0**](http://stackoverflow.com/questions/301479/show-me-the-way-to-use-new-dynamic-keyword-in-c-4-0)

[**Is the C# static constructor thread safe?**](http://stackoverflow.com/questions/7095/is-the-c-static-constructor-thread-safe)

[**http://stackoverflow.com/questions/7095/is-the-c-static-constructor-thread-safe**](http://stackoverflow.com/questions/7095/is-the-c-static-constructor-thread-safe)

[**.Net: Static classes and multithreading?**](http://stackoverflow.com/questions/3270275/net-static-classes-and-multithreading)

[**http://stackoverflow.com/questions/3270275/net-static-classes-and-multithreading**](http://stackoverflow.com/questions/3270275/net-static-classes-and-multithreading)

**Methods**

**What are extension methods? Give an example where do we need to use in real life.**

*Extension methods are a special kind of static method, but they are called as if they were instance methods on the extended type.* For client code written in C# and Visual Basic, there is no apparent difference between calling an extension method and the methods that are actually defined in a type.

The most common extension methods are the LINQ standard query operators that add query functionality to the existing [System.Collections.IEnumerable](http://msdn.microsoft.com/en-us/library/system.collections.ienumerable.aspx) and [System.Collections.Generic.IEnumerable<T>](http://msdn.microsoft.com/en-us/library/9eekhta0.aspx) types. To use the standard query operators, first bring them into scope with a using System.Linq directive. Then any type that implements [IEnumerable<T>](http://msdn.microsoft.com/en-us/library/9eekhta0.aspx) appears to have instance methods such as [GroupBy](http://msdn.microsoft.com/en-us/library/system.linq.enumerable.groupby.aspx), [OrderBy](http://msdn.microsoft.com/en-us/library/system.linq.enumerable.orderby.aspx), [Average](http://msdn.microsoft.com/en-us/library/system.linq.enumerable.average.aspx), and so on. You can see these additional methods in IntelliSense statement completion when you type "dot" after an instance of an [IEnumerable<T>](http://msdn.microsoft.com/en-us/library/9eekhta0.aspx) type such as [List<T>](http://msdn.microsoft.com/en-us/library/6sh2ey19.aspx) or [Array](http://msdn.microsoft.com/en-us/library/system.array.aspx).

The following example shows how to call the standard query operator **OrderBy** method on an array of integers. The expression in parentheses is a lambda expression. Many standard query operators take lambda expressions as parameters, but this is not a requirement for extension methods.

class ExtensionMethods2

{

static void Main()

{

int[] ints = { 10, 45, 15, 39, 21, 26 };

var result = ints.OrderBy(g => g);

foreach (var i in result)

{

System.Console.Write(i + " ");

}

}

}

//Output: 10 15 21 26 39 45

Extension methods are defined as static methods but are called by using instance method syntax. Their first parameter specifies which type the method operates on, and the parameter is preceded by the [this](http://msdn.microsoft.com/en-us/library/dk1507sz.aspx) modifier. Extension methods are only in scope when you explicitly import the namespace into your source code with a using directive.

The following example shows an extension method defined for the [System.String](http://msdn.microsoft.com/en-us/library/system.string.aspx) class. Note that it is defined inside a non-nested, non-generic static class:

namespace ExtensionMethods

{

public static class MyExtensions

{

public static int WordCount(this String str)

{

return str.Split(new char[] { ' ', '.', '?' },

StringSplitOptions.RemoveEmptyEntries).Length;

}

}

}

The WordCount extension method can be brought into scope with this using directive:

using ExtensionMethods;

And it can be called from an application by using this syntax:

string s = "Hello Extension Methods";

int i = s.WordCount();

In your code you invoke the extension method with instance method syntax. However, the intermediate language (IL) generated by the compiler translates your code into a call on the static method. Therefore, the principle of encapsulation is not really being violated. In fact, extension methods cannot access private variables in the type they are extending.

In general, you will probably be calling extension methods far more often than implementing your own. Because extension methods are called by using instance method syntax, no special knowledge is required to use them from client code. To enable extension methods for a particular type, just add a using directive for the namespace in which the methods are defined. For example, to use the standard query operators, add this using directive to your code:

using System.Linq;

**What is the advantage of extension methods?**

Extension methods enable you to "add" methods to existing types *without creating a new derived type, recompiling, or otherwise modifying the original type*.

**What are the differences between instance methods and extension methods?**

Extension methods are less discoverable and more limited in functionality than instance methods. For those reasons, it is recommended that extension methods be used sparingly and only in situations where instance methods are not feasible or possible.

Extension members of other kinds, such as properties, events, and operators, are being considered but are currently not supported.

**Which is better: Extension methods versus inheritance?**

<http://richnewman.wordpress.com/2009/06/12/extending-classes-extension-methods-or-inheritance/>

[**Overriding Extension Methods**](http://stackoverflow.com/questions/474074/overriding-extension-methods)

[**http://stackoverflow.com/questions/474074/overriding-extension-methods**](http://stackoverflow.com/questions/474074/overriding-extension-methods)

**What are named and optional arguments?**

Named arguments enable you to specify an argument for a particular parameter by associating the argument with the parameter's name rather than with the parameter's position in the parameter list. Optional arguments enable you to omit arguments for some parameters. Both techniques can be used with methods, indexers, constructors, and delegates.

When you use named and optional arguments, the arguments are evaluated in the order in which they appear in the argument list, not the parameter list.

Named and optional parameters, when used together, enable you to supply arguments for only a few parameters from a list of optional parameters. This capability greatly facilitates calls to COM interfaces such as the Microsoft Office Automation APIs.

**Give example to use named arguments.**

class NamedExample

{

static void Main(string[] args)

{

// The method can be called in the normal way, by using positional arguments.

Console.WriteLine(CalculateBMI(123, 64));

// Named arguments can be supplied for the parameters in either order.

Console.WriteLine(CalculateBMI(weight: 123, height: 64));

Console.WriteLine(CalculateBMI(height: 64, weight: 123));

// Positional arguments cannot follow named arguments.

// The following statement causes a compiler error.

//Console.WriteLine(CalculateBMI(weight: 123, 64));

// Named arguments can follow positional arguments.

Console.WriteLine(CalculateBMI(123, height: 64));

}

static int CalculateBMI(int weight, int height)

{

return (weight \* 703) / (height \* height);

}

}

**Give example to use optional arguments.**

In the following example, the constructor for ExampleClass has one parameter, which is optional. Instance method ExampleMethod has one required parameter, required, and two optional parameters, optionalstr and optionalint. The code in Main shows the different ways in which the constructor and method can be invoked.

namespace OptionalNamespace

{

class OptionalExample

{

static void Main(string[] args)

{

// Instance anExample does not send an argument for the constructor's

// optional parameter.

ExampleClass anExample = new ExampleClass();

anExample.ExampleMethod(1, "One", 1);

anExample.ExampleMethod(2, "Two");

anExample.ExampleMethod(3);

// Instance anotherExample sends an argument for the constructor's

// optional parameter.

ExampleClass anotherExample = new ExampleClass("Provided name");

anotherExample.ExampleMethod(1, "One", 1);

anotherExample.ExampleMethod(2, "Two");

anotherExample.ExampleMethod(3);

// The following statements produce compiler errors.

// An argument must be supplied for the first parameter, and it

// must be an integer.

//anExample.ExampleMethod("One", 1);

//anExample.ExampleMethod();

// You cannot leave a gap in the provided arguments.

//anExample.ExampleMethod(3, ,4);

//anExample.ExampleMethod(3, 4);

// You can use a named parameter to make the previous

// statement work.

anExample.ExampleMethod(3, optionalint: 4);

}

}

class ExampleClass

{

private string \_name;

// Because the parameter for the constructor, name, has a default

// value assigned to it, it is optional.

public ExampleClass(string name = "Default name")

{

\_name = name;

}

// The first parameter, required, has no default value assigned

// to it. Therefore, it is not optional. Both optionalstr and

// optionalint have default values assigned to them. They are optional.

public void ExampleMethod(int required, string optionalstr = "default string",

int optionalint = 10)

{

Console.WriteLine("{0}: {1}, {2}, and {3}.", \_name, required, optionalstr,

optionalint);

}

}

// The output from this example is the following:

// Default name: 1, One, and 1.

// Default name: 2, Two, and 10.

// Default name: 3, default string, and 10.

// Provided name: 1, One, and 1.

// Provided name: 2, Two, and 10.

// Provided name: 3, default string, and 10.

// Default name: 3, default string, and 4.

}

**How the use of named and optional arguments affects overload resolution?**

Use of named and optional arguments affects overload resolution in the following ways:

* A method, indexer, or constructor is a candidate for execution if each of its parameters either is optional or corresponds, by name or by position, to a single argument in the calling statement, and that argument can be converted to the type of the parameter.
* If more than one candidate is found, overload resolution rules for preferred conversions are applied to the arguments that are explicitly specified. Omitted arguments for optional parameters are ignored.
* If two candidates are judged to be equally good, preference goes to a candidate that does not have optional parameters for which arguments were omitted in the call. This is a consequence of a general preference in overload resolution for candidates that have fewer parameters.

**Object and collection initialzser**

**What are object initializers?**

Object initializers let you assign values to any accessible fields or properties of an object at creation time without having to explicitly invoke a constructor. The following example shows how to use an object initializer with a named type, Cat. Note the use of auto-implemented properties in the Cat class.

private class Cat

{

// Auto-implemented properties.

public int Age { get; set; }

public string Name { get; set; }

}

Cat cat = new Cat { Age = 10, Name = "Fluffy" };

**Where can one use object initializers?**

Although object initializers can be used in any context, they are especially useful in LINQ query expressions. Query expressions make frequent use of [anonymous types](http://msdn.microsoft.com/en-us/library/bb397696.aspx), which can only be initialized by using an object initializer, as shown in the following declaration.

var pet = new { Age = 10, Name = "Fluffy" };

Anonymous types enable the select clause in a LINQ query expression to transform objects of the original sequence into objects whose value and shape may differ from the original. This is useful if you want to store only a part of the information from each object in a sequence. In the following example, assume that a product object (p) contains many fields and methods, and that you are only interested in creating a sequence of objects that contain the product name and the unit price.

var productInfos =

from p in products

select new { p.ProductName, p.UnitPrice };

When this query is executed, the productInfos variable will contain a sequence of objects that can be accessed in a foreach statement as shown in this example:

foreach(var p in productInfos){...}

Each object in the new anonymous type has two public properties which receive the same names as the properties or fields in the original object. You can also rename a field when you are creating an anonymous type; the following example renames the UnitPrice field to Price.

select new {p.ProductName, Price = p.UnitPrice};

**What are collection initializers? Give an example.**

Collection initializers let you specify one or more element intializers when you initialize a collection class that implements [IEnumerable](http://msdn.microsoft.com/en-us/library/system.collections.ienumerable.aspx). The element initializers can be a simple value, an expression or an object initializer. By using a collection initializer you do not have to specify multiple calls to the **Add** method of the class in your source code; the compiler adds the calls.

The following examples shows two simple collection initializers:

List<int> digits = new List<int> { 0, 1, 2, 3, 4, 5, 6, 7, 8, 9 };

List<int> digits2 = new List<int> { 0 + 1, 12 % 3, MakeInt() };

The following collection initializer uses object initializers to initialize objects of the Cat class defined in a previous example. Note that the individual object initializers are enclosed in braces and separated by commas.

List<Cat> cats = new List<Cat>

{

new Cat(){ Name = "Sylvester", Age=8 },

new Cat(){ Name = "Whiskers", Age=2 },

new Cat(){ Name = "Sasha", Age=14 }

};

You can specify [null](http://msdn.microsoft.com/en-us/library/edakx9da.aspx) as an element in a collection initializer if the collection's **Add** method allows it.

List<Cat> moreCats = new List<Cat>

{

new Cat(){ Name = "Furrytail", Age=5 },

new Cat(){ Name = "Peaches", Age=4 },

null

};

Properties

Arrays

**Delegates**

A lambda expression is an anonymous function that can contain expressions and statements, and can be used to create delegates or expression tree types.

All lambda expressions use the lambda operator [=>](http://msdn.microsoft.com/en-us/library/bb311046.aspx), which is read as "goes to". The left side of the lambda operator specifies the input parameters (if any) and the right side holds the expression or statement block. The lambda expression x => x \* x is read "x goes to x times x." This expression can be assigned to a delegate type as follows:

delegate int del(int i);

static void Main(string[] args)

{

del myDelegate = x => x \* x;

int j = myDelegate(5); //j = 25

}

To create an expression tree type:

using System.Linq.Expressions;

namespace ConsoleApplication1

{

class Program

{

static void Main(string[] args)

{

Expression<del> myET = x => x \* x;

}

}

}

The => operator has the same precedence as assignment (=) and is right-associative.

Lambdas are used in method-based LINQ queries as arguments to standard query operator methods such as [Where](http://msdn.microsoft.com/en-us/library/system.linq.enumerable.where.aspx).

When you use method-based syntax to call the [Where](http://msdn.microsoft.com/en-us/library/system.linq.enumerable.where.aspx) method in the [Enumerable](http://msdn.microsoft.com/en-us/library/system.linq.enumerable.aspx) class (as you do in LINQ to Objects and LINQ to XML) the parameter is a delegate type [System.Func<T, TResult>](http://msdn.microsoft.com/en-us/library/bb549151.aspx). *A lambda expression is the most convenient way to create that delegate.* When you call the same method in, for example, the [System.Linq.Queryable](http://msdn.microsoft.com/en-us/library/system.linq.queryable.aspx) class (as you do in LINQ to SQL) then the parameter type is an [System.Linq.Expressions.Expression](http://msdn.microsoft.com/en-us/library/system.linq.expressions.expression.aspx)<Func> where Func is any Func delegates with up to sixteen input parameters. Again, a lambda expression is just a very concise way to construct that expression tree. The lambdas allow the **Where** calls to look similar although in fact the type of object created from the lambda is different.

In the previous example, notice that the delegate signature has one implicitly-typed input parameter of type int, and returns an int. The lambda expression can be converted to a delegate of that type because it also has one input parameter (x) and a return value that the compiler can implicitly convert to type int. (Type inference is discussed in more detail in the following sections.) When the delegate is invoked by using an input parameter of 5, it returns a result of 25.

Lambdas are not allowed on the left side of the [is](http://msdn.microsoft.com/en-us/library/scekt9xw.aspx) or [as](http://msdn.microsoft.com/en-us/library/cscsdfbt.aspx) operator.

All restrictions that apply to anonymous methods also apply to lambda expressions.

**What are the different lambdas?**

A lambda expression with an expression on the right side is called an ***expression lambda***. Expression lambdas are used extensively in the construction of [Expression Trees (C# and Visual Basic)](http://msdn.microsoft.com/en-us/library/bb397951.aspx). An expression lambda returns the result of the expression and takes the following basic form:

(input parameters) => expression

The parentheses are optional only if the lambda has one input parameter; otherwise they are required. Two or more input parameters are separated by commas enclosed in parentheses:

(x, y) => x == y

Sometimes it is difficult or impossible for the compiler to infer the input types. When this occurs, you can specify the types explicitly as shown in the following example:

(int x, string s) => s.Length > x

Specify zero input parameters with empty parentheses:

() => SomeMethod()

Note in the previous example that the body of an expression lambda can consist of a method call. However, if you are creating expression trees that will be consumed in another domain, such as SQL Server, you should not use method calls in lambda expressions. The methods will have no meaning outside the context of the .NET common language runtime.

A ***statement lambda*** resembles an expression lambda except that the statement(s) is enclosed in braces:

(input parameters) => {statement;}

The body of a statement lambda can consist of any number of statements; however, in practice there are typically no more than two or three.

delegate void TestDelegate(string s);

…

TestDelegate myDel = n => { string s = n + " " + "World"; Console.WriteLine(s); };

myDel("Hello");

Statement lambdas, like anonymous methods, cannot be used to create expression trees.

**Discuss Type Inference in Lambdas.**

When writing lambdas, you often do not have to specify a type for the input parameters because the compiler can infer the type based on the lambda body, the underlying delegate type, and other factors as described in the C# Language Specification. For most of the standard query operators, the first input is the type of the elements in the source sequence. So if you are querying an **IEnumerable<Customer>**, then the input variable is inferred to be a Customer object, which means you have access to its methods and properties:

customers.Where(c => c.City == "London");

The general rules for lambdas are as follows:

* The lambda must contain the same number of parameters as the delegate type.
* Each input parameter in the lambda must be implicitly convertible to its corresponding delegate parameter.
* The return value of the lambda (if any) must be implicitly convertible to the delegate's return type.

Note that lambda expressions in themselves do not have a type because the common type system has no intrinsic concept of "lambda expression." However, it is sometimes convenient to speak informally of the "type" of a lambda expression. In these cases the type refers to the delegate type or [Expression](http://msdn.microsoft.com/en-us/library/system.linq.expressions.expression.aspx) type to which the lambda expression is converted.

## Defining, Creating, and Using a Delegate

In C#, a delegate is a data structure that refers to either a static method, or an object and an instance method of its class. When you initialize a delegate, you initialize it with either a static method, or a class instance and an instance method.

The following code shows the definition of a delegate and a method that can be used to initialize the delegate:

// Defines a delegate that takes an int and returns an int  
public delegate int ChangeInt(int x);  
  
// Define a method to which the delegate can point  
static public int DoubleIt(int x)  
{  
return x \* 2;  
}

Now, you can create and initialize an instance of the delegate, and then call it:

ChangeInt myDelegate = new ChangeInt(DelegateSample.DoubleIt);  
Console.WriteLine("{0}", myDelegate(5));

This, as you would expect, writes 10 to the console.

## Using an Anonymous Method

With C# 2.0, anonymous methods allow you to write a method and initialize a delegate in place:

ChangeInt myDelegate = new ChangeInt(  
delegate(int x)  
{  
return x \* 2;  
}  
);  
Console.WriteLine("{0}", myDelegate(5));

## Using a Lambda Expression

With Lambda expressions, the syntax gets even terser:

ChangeInt myDelegate = x => x \* 2;  
Console.WriteLine("{0}", myDelegate(5));

This lambda expression is an anonymous method that takes one argument x, and returns x \* 2. In this case, the type of x and the type that the lambda returns are inferred from the type of the delegate to which the lambda is assigned.

If you wanted to, you could have specified the type of the argument, as follows:

ChangeInt myDelegate = (int x) => x \* 2;  
Console.WriteLine("{0}", myDelegate(5));

## Using a Lambda with Two Arguments

When using the Standard Query Operators, on occasion, you need to write a lambda expression that takes two arguments.

If you have a delegate that takes two arguments:

// Defines a delegate that takes two ints and returns an int  
public delegate int MultiplyInts(int arg, int arg2);

You can declare and initialize a delegate:

MultiplyInts myDelegate = (a, b) => a \* b;  
Console.WriteLine("{0}", myDelegate(5, 2));

## Statement Lambda Expressions

You can write a more complicated lambda expression using statements, enclosing the statements in braces. If you use this syntax, you must use the return statement, unless the lambda returns void:

int[] source = new[] { 3, 8, 4, 6, 1, 7, 9, 2, 4, 8 };  
  
foreach (int i in source.Where(  
x =>  
{  
if (x <= 3)  
return true;  
else if (x >= 7)  
return true;  
return false;  
}  
))  
Console.WriteLine(i);

Sometimes developers wonder how to pronounce the => token.

If the lambda expression is a predicate, expressing some condition: c => c.State == "WA" then the => can be spoken as "such that". In this example, you could say "c such that c dot state equals Washington". If the lambda expression is a projection, returning a new type: c => new XElement("CustomerID", c.CustomerID); then the => can be spoken as "becomes". In the above example, you could say "c becomes new XElement with a name of CustomerID and its value is c dot CustomerID". Or "maps to", or "evaluate to", as suggested in the comments below. But most often, I just say "arrow". J

A quick note: predicates are simply boolean expressions that are passed to some method that will use the boolean expression to filter something. A lambda expression used for projection takes one type, and returns a different type. More on both of these concepts later.

## Lambda Expressions that Return Void

A lambda expression that returns void is not very useful in the context of functional programming because the only possible reason for such a function is that it has side-effects, and is not pure (more on this [**later in the tutorial**](http://blogs.msdn.com/ericwhite/pages/Pure-Functions.aspx)), but it is part of C# 3.0 syntax, so I'll cover it here. Sometimes developers will use a void statement lambda expression for writing an event handler. This has the benefit that the syntax is terser, and the program is smaller. In addition, the lambda expression can refer to local variables in the enclosing scope. This is part of C#'s implementation of [**closures**](http://blogs.msdn.com/ericwhite/archive/2008/09/12/closures.aspx). The only way to write a lambda expression that returns void is to write a statement lambda expression. The following example shows defining a void delegate, declaring an instance of it, and calling it.

// Defines a delegate that takes a string and returns void  
public delegate void OutputToConsole(string arg);  
  
static void Main(string[] args)  
{  
OutputToConsole o = a => {  
Console.WriteLine(a);  
};  
o("Hello, World");  
}

If you write a lambda expression for a delegate that returns void and takes no arguments, it results in interesting syntax:

// Defines a delegate that takes no arguments and returns void  
public delegate void OutputHelloToConsole();  
  
static void Main(string[] args)  
{  
OutputHelloToConsole o = () =>  
{  
Console.WriteLine("Hello, World");  
};  
o();  
}

## The Func Delegate Types

The framework defines a number of parameterized delegate types:

public delegate TR Func<TR>();  
public delegate TR Func<T0, TR>(T0 a0);  
public delegate TR Func<T0, T1, TR>(T0 a0, T1 a1);  
public delegate TR Func<T0, T1, T2, TR>(T0 a0, T1 a1, T2 a2);  
public delegate TR Func<T0, T1, T2, T3, TR>(T0 a0, T1 a1, T2 a2, T3 a3);

In the above delegate types, notice that if there is only one type parameter, it is the return type of the delegate. If there are two type parameters, the first type parameter is the type of the one and only argument, and the second type is the return type of the delegate, and so on. Many of the standard query operators (which are just methods that you call) take as an argument a delegate of one of these types. These delegate definitions are useful to you when writing your own methods that take a delegate as an argument.

using System;  
using System.Collections.Generic;  
  
class Program  
{  
static List<T> MyWhereMethod<T>(IEnumerable<T> source,  
Func<T, bool> predicate)  
{  
List<T> l = new List<T>();  
foreach (T item in source)  
if (predicate(item))  
l.Add(item);  
return l;  
}  
  
static void Main(string[] args)  
{  
int[] source = new[] { 3, 8, 4, 6, 1, 7, 9, 2, 4, 8 };  
  
List<int> filteredList = MyWhereMethod(source,  
i => i >= 5);  
foreach (int z in filteredList)  
Console.WriteLine(z);  
}  
}

## The Action Delegate Types

The framework defines a number of parameterized delegate types for delegates that return void:

public delegate void Action();  
public delegate void Action<T0>(T0 a0);  
public delegate void Action<T0, T1>(T0 a0, T1 a1);  
public delegate void Action<T0, T1, T2>(T0 a0, T1 a1, T2 a2);  
public delegate void Action<T0, T1, T2, T3>(T0 a0, T1 a1, T2 a2, T3 a3);

Sometimes API designers will include an event that takes one of these delegate types as an argument, and you can write a lambda expression for the argument. As with the Func delegate types, these delegate definitions are useful to you when writing your own methods that take a delegate as an argument. This uses the interesting syntax of () => { /\* body of void function here \*/ };

using System;  
using System.Collections.Generic;  
using System.Threading;  
  
class Program  
{  
static void SomeAsynchronousMethod(Action complete)  
{  
// just pretending to be asynchronous in this example  
Thread.Sleep(1000);  
complete();  
}  
  
static void Main(string[] args)  
{  
SomeAsynchronousMethod(() => { Console.WriteLine("Done"); });  
}  
}

## Expression Trees

Lambda expressions can also be used as expression trees.

**Generic Delegates**

The .NET framework version 3.5 introduced two new sets of [generic](http://www.blackwasp.co.uk/Generics.aspx), parameterised [delegates](http://www.blackwasp.co.uk/CSharpDelegates.aspx) named Func and Action. The Func delegate can be used to encapsulate a [method](http://www.blackwasp.co.uk/CSharpMethods.aspx) that accepts between zero and four arguments and returns a value. The Action delegate also represents methods with zero to four [parameters](http://www.blackwasp.co.uk/CSharpMethodParameters.aspx) but differs from Func in that the method must return void.

The new delegates can be used to reduce the number of delegates that you define explicitly. In situations where you would need a delegate that matches one of the predefined Func or Action signatures, you may decide to use the built-in version. You should consider the naming of the delegate however, as "Func" or "Action" may not express your intent as clearly as another name.

One of the key reasons for the introduction of Func and Action is their relationship with [lambda expressions](http://www.blackwasp.co.uk/CSharpLambda.aspx). Every lambda expression's underlying type is one of these generic delegates. This means that lambda expressions can be passed to method parameters of the appropriate type without explicitly creating a delegate. Many of the [LINQ](http://www.blackwasp.co.uk/Linq.aspx) standard query operators accept Func arguments to take advantage of this feature.

**Using Generic Delegates as Parameter Types**

The Func delegate is commonly used as the type for parameters of methods that accept lambda expressions. These include LINQ standard query operators and similar methods that you create in your own projects. We will demonstrate this with this article's final example.

The following method defines an [array](http://www.blackwasp.co.uk/CSharpArrays.aspx) containing the names of ten fruits. The method returns a filtered list of these fruits based upon the delegate passed as the only argument. Note that the types assigned to the Func delegate specify that the encapsulated method must receive a single string parameter and return a Boolean value. We could execute the passed method against each fruit string in a [for-each loop](http://www.blackwasp.co.uk/CSharpForEachLoop.aspx). However, for simplicity the example uses the "Where" query operator.

private static string[] Fruit(Func<string, bool> filter)

{

string[] fruit = new string[]

{

"Apple", "Banana", "Cherry", "Damson", "Elderberry",

"Fig", "Grapefruit", "Huckleberry", "Lemon", "Mango"

};

return fruit.Where(filter).ToArray();

}

To test the method, add the following code to the Main method of a console application. This code calls the Fruit method, applying a filter that returns only fruit with a name shorter than six characters. The fruit names are then outputted.

string[] shortFruit = Fruit(f => f.Length < 6);

foreach (string fruit in shortFruit)

Console.WriteLine(fruit);

/\* OUTPUT

Apple

Fig

Lemon

Mango

\*/

**Events**

<http://www.akadia.com/services/dotnet_delegates_and_events.html>

The Event model in C# finds its roots in the event programming model that is popular in asynchronous programming. The basic foundation behind this programming model is the idea of "publisher and subscribers." In this model, you have ***publishers*** who will do some logic and publish an "event." Publishers will then send out their event only to ***subscribers*** who have subscribed to receive the specific event.

In C#, any object can *publish* a set of events to which other applications can *subscribe*. When the publishing class raises an event, all the subscribed applications are notified. The following figure shows this mechanism.
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The Second Change Event Example

Suppose you want to create a Clock class that uses events to notify potential subscribers whenever the local time changes value by one second. Here is the complete, documented example:

using System;  
using System.Threading;  
  
namespace SecondChangeEvent  
{  
**/\* ======================= Event Publisher =============================== \*/**  
  
// Our subject -- it is this class that other classes  
// will observe. This class publishes one event:  
// SecondChange. The observers subscribe to that event.  
public class Clock  
{  
// Private Fields holding the hour, minute and second  
private int \_hour;  
private int \_minute;  
private int \_second;  
  
// The delegate named SecondChangeHandler, which will encapsulate  
// any method that takes a clock object and a TimeInfoEventArgs  
// object as the parameter and returns no value. It's the  
// delegate the subscribers must implement.  
**public delegate void SecondChangeHandler (  
object clock,  
TimeInfoEventArgs timeInformation  
);**  
  
// The event we publish  
**public event SecondChangeHandler SecondChange;**  
  
// The method which fires the Event  
**protected void OnSecondChange(  
object clock,  
TimeInfoEventArgs timeInformation  
)  
{  
// Check if there are any Subscribers  
if (SecondChange != null)  
{  
// Call the Event  
SecondChange(clock,timeInformation);  
}  
}**  
  
// Set the clock running, it will raise an  
// event for each new second  
public void Run()  
{  
for(;;)  
{  
// Sleep 1 Second  
Thread.Sleep(1000);  
  
// Get the current time  
System.DateTime dt = System.DateTime.Now;  
  
// If the second has changed  
// notify the subscribers  
if (dt.Second != \_second)  
{  
// Create the TimeInfoEventArgs object  
// to pass to the subscribers  
TimeInfoEventArgs timeInformation =  
new TimeInfoEventArgs(  
dt.Hour,dt.Minute,dt.Second);  
  
// If anyone has subscribed, notify them  
**OnSecondChange (this,timeInformation);**  
}  
  
// update the state  
\_second = dt.Second;  
\_minute = dt.Minute;  
\_hour = dt.Hour;  
  
}  
}  
}

// The class to hold the information about the event  
// in this case it will hold only information  
// available in the clock class, but could hold  
// additional state information  
public class TimeInfoEventArgs : EventArgs  
{  
public TimeInfoEventArgs(int hour, int minute, int second)  
{  
this.hour = hour;  
this.minute = minute;  
this.second = second;  
}  
public readonly int hour;  
public readonly int minute;  
public readonly int second;  
}  
  
**/\* ======================= Event Subscribers =============================== \*/**  
// An observer. DisplayClock subscribes to the  
// clock's events. The job of DisplayClock is  
// to display the current time  
public class DisplayClock  
{  
// Given a clock, subscribe to  
// its SecondChangeHandler event  
public void Subscribe(Clock theClock)  
{  
**theClock.SecondChange +=  
new Clock.SecondChangeHandler(TimeHasChanged);**  
}  
  
// The method that implements the  
// delegated functionality  
public void TimeHasChanged(  
object theClock, TimeInfoEventArgs ti)  
{  
Console.WriteLine("Current Time: {0}:{1}:{2}",  
ti.hour.ToString(),  
ti.minute.ToString(),  
ti.second.ToString());  
}  
}  
  
// A second subscriber whose job is to write to a file  
public class LogClock  
{  
public void Subscribe(Clock theClock)  
{  
**theClock.SecondChange +=  
new Clock.SecondChangeHandler(WriteLogEntry);**  
}  
  
// This method should write to a file  
// we write to the console to see the effect  
// this object keeps no state  
public void WriteLogEntry(  
object theClock, TimeInfoEventArgs ti)  
{  
Console.WriteLine("Logging to file: {0}:{1}:{2}",  
ti.hour.ToString(),  
ti.minute.ToString(),  
ti.second.ToString());  
}  
}  
  
**/\* ======================= Test Application =============================== \*/**  
// Test Application which implements the  
// Clock Notifier - Subscriber Sample  
public class Test  
{  
public static void Main()  
{  
// Create a new clock  
Clock theClock = new Clock();  
  
// Create the display and tell it to  
// subscribe to the clock just created  
DisplayClock dc = new DisplayClock();  
dc.Subscribe(theClock);  
  
// Create a Log object and tell it  
// to subscribe to the clock  
LogClock lc = new LogClock();  
lc.Subscribe(theClock);  
  
// Get the clock started  
theClock.Run();  
}  
}  
}

# Conclusion

The Clock class from the last sample could simply print the time rather tahn raising an event, so **why bother with the introduction of using delegates**? The advantage of the publisg / subscribe idiom is that **any number of classes can be notified when an event is raised**. The subscribing classes do not need to know how the Clock works, and the Clock does not need to know what they are going to do in response to the event. Similarly a button can publish an Onclick event, and any number of unrelated objects can subscribe to that event, receiving notification when the button is clicked.

**The publisher and the subscribers are decoupled by the delegate**. This is highly desirable as it makes for more flexible and robust code. The clock can chnage how it detects time without breaking any of the subscribing classes. The subscribing classes can change how they respond to time changes without breaking the Clock. The two classes spin indepentdently of one another, which makes for code that is easier to maintain.

**Covariance and Contravariance**

What are covariance and contravariance?

In C#, covariance and contravariance enable implicit reference conversion for array types, delegate types, and generic type arguments.Covariance preserves [assignment compatibility](http://blogs.msdn.com/ericlippert/archive/2009/11/30/what-s-the-difference-between-covariance-and-assignment-compatibility.aspx) and contravariance reverses it.

The following code demonstrates the difference between assignment compatibility, covariance, and contravariance.

// Assignment compatibility.   
string str = "test";  
// An object of a more derived type is assigned to an object of a less derived type.   
object obj = str;  
  
// Covariance.   
IEnumerable<string> strings = new List<string>();  
// An object that is instantiated with a more derived type argument   
// is assigned to an object instantiated with a less derived type argument.   
// Assignment compatibility is preserved.   
IEnumerable<object> objects = strings;  
  
// Contravariance.             
// Assume that I have this method:   
// static void SetObject(object o) { }   
Action<object> actObject = SetObject;  
// An object that is instantiated with a less derived type argument   
// is assigned to an object instantiated with a more derived type argument.   
// Assignment compatibility is reversed.   
Action<string> actString = actObject;

In C#, variance is supported in the following scenarios:

1. Covariance in arrays (since C# 1.0)
2. Covariance and contravariance in delegates, also known as “method group variance” (since C# 2.0)
3. Variance for generic type parameters in interfaces and delegates (since C# 4.0)

What is array covariance?

Arrays are covariant since C# 1.0. You can always do the following:

object[] obj = new String[10];

In the above code, I assigned an array of strings to an array of objects. So I used a more derived type than that originally specified, which is covariance.   
Covariance in arrays is considered “not safe,” because you can also do this:

obj[0] = 5;

This code compiles, but it throws an exception at run time because **obj** is in fact an array of strings and cannot contain integers.

What is delegate, or method group, variance?

This feature was added in C# 2.0. When you instantiate a delegate, you can assign it a method that has a more derived return type than that specified in the delegate (covariance). You can also assign a method that has parameter types less derived than those in the delegate (contravariance).

Here’s a quick code example illustrating the feature and some of its limitations.

static object GetObject() { return null; }  
static void SetObject(object obj) { }  
  
static string GetString() { return ""; }  
static void SetString(string str) { }  
  
static void Main()  
{  
    // Covariance. A delegate specifies a return type as object,  
    // but I can assign a method that returns a string.  
    Func<object> del = GetString;  
  
    // Contravariance. A delegate specifies a parameter type as string,  
    // but I can assign a method that takes an object.  
    Action<string> del2 = SetObject;  
  
    // But implicit conversion between generic delegates is not supported until C# 4.0.  
    Func<string> del3 = GetString;  
    Func<object> del4 = del3; // Compiler error here until C# 4.0.  
}

By the way, this feature works for all delegates, both generic and non-generic, not just for **Func** and **Action** delegates.

For more information and examples, see [Covariance and Contravariance in Delegates](http://msdn.microsoft.com/en-us/library/ms173174.aspx) on MSDN and Eric Lippert’s post [Covariance and Contravariance in C#, Part Three: Method Group Conversion Variance](http://blogs.msdn.com/ericlippert/archive/2007/10/19/covariance-and-contravariance-in-c-part-three-member-group-conversion-variance.aspx).

What is variance for generic type parameters?

This is a new feature in C# 4.0. Now, when creating a generic interface, you can specify whether there is an implicit conversion between interface instances that have different type arguments. For example, you can use an interface instance that has methods with more derived return types than originally specified (covariance) or that has methods with less derived parameter types (contravariance). The same rules are applied to generic delegates.

While you can create variant interfaces and delegates yourself, this is not the main purpose for this feature. What is more important is that a set of interfaces and delegates in .NET Framework 4 have been updated to become variant.   
Here’s the list of updated interfaces:

* [IEnumerable<T>](http://msdn.microsoft.com/en-us/library/9eekhta0(VS.100).aspx) (*T* is covariant)
* [IEnumerator<T>](http://msdn.microsoft.com/en-us/library/78dfe2yb(VS.100).aspx) (*T* is covariant)
* [IQueryable<T>](http://msdn.microsoft.com/en-us/library/bb351562(VS.100).aspx) (*T* is covariant)
* [IGrouping<TKey, TElement>](http://msdn.microsoft.com/en-us/library/bb344977(VS.100).aspx) (TKey and TElement are covariant)
* [IComparer<T>](http://msdn.microsoft.com/en-us/library/8ehhxeaf(VS.100).aspx) (*T* is contravariant)
* [IEqualityComparer<T>](http://msdn.microsoft.com/en-us/library/ms132151(VS.100).aspx) (*T* is contravariant)
* [IComparable<T>](http://msdn.microsoft.com/en-us/library/4d7sx9hd(VS.100).aspx) (*T* is contravariant)

And the list of updated delegates:

* Action delegates from the [System](http://msdn.microsoft.com/en-us/library/system(VS.100).aspx) namespace, for example, [Action<T>](http://msdn.microsoft.com/en-us/library/018hxwa8(VS.100).aspx) and [Action<T1, T2>](http://msdn.microsoft.com/en-us/library/bb549311(VS.100).aspx) (*T*, *T1*, *T2*, and so on are contravariant)
* Func delegates from the [System](http://msdn.microsoft.com/en-us/library/system(VS.100).aspx) namespace, for example, [Func<TResult>](http://msdn.microsoft.com/en-us/library/bb534960(VS.100).aspx) and [Func<T, TResult>](http://msdn.microsoft.com/en-us/library/bb549151(VS.100).aspx) (*TResult* is covariant; *T*, *T1*, *T2*, and so on are contravariant)
* [Predicate<T>](http://msdn.microsoft.com/en-us/library/bfcke1bz(VS.100).aspx) (*T* is contravariant)
* [Comparison<T>](http://msdn.microsoft.com/en-us/library/tfakywbh(VS.100).aspx) (*T* is contravariant)
* [Converter<TInput, TOutput>](http://msdn.microsoft.com/en-us/library/kt456a2y(VS.100).aspx) (*TInput* is contravariant; *TOutput* is covariant.)

The most frequent scenario for most users is expected to be something like this one:

IEnumerable<Object> objects = new List<String>();

While this code doesn’t look that impressive, it allows you to reuse a lot of methods that accept **IEnumerable** objects.

class Program  
{  
    // The method has a parameter of the IEnumerable<Person> type.   
    public static void PrintFullName(IEnumerable<Person> persons)  
    {  
        // The method iterates through a sequence and prints some info.   
    }  
  
    public static void Main()  
    {  
        List<Employee> employees = new List<Employee>();  
  
        // I can pass List<Employee>, which is in fact IEnumerable<Employee>,   
        // although the method expects IEnumerable<Person>.   
        PrintFullName(employees);  
    }  
}

A couple of important rules to remember:

* This feature works only for generic interfaces and delegates. If you implement a variant generic interface, the implementing class is still invariant. Classes and structs do not support variance in C# 4.0.   
  So the following doesn’t compile:

// List<T> implements the covariant interface   
// IEnumerable<out T>. But classes are invariant.   
List<Person> list = new List<Employee>(); // Compiler error here.

* Variance is supported only if a type parameter is a reference type. Variance is not supported for value types.   
  The following doesn’t compile either:

// int is a value type, so the code doesn't compile.  
IEnumerable<Object> objects = new List<int>(); // Compiler error here.

Where can I find more examples of using covariance and contravariance?

I wrote a couple of MSDN topics that show how you can benefit from this new feature. They might help you better understand the principles of covariance and contravariance:

* [Using Variance in Interfaces for Generic Collections](http://msdn.microsoft.com/en-us/library/dd465120(VS.100).aspx)
* [Using Variance for Func and Action Generic Delegates](http://msdn.microsoft.com/en-us/library/dd465122(VS.100).aspx)

Also, take a look at the video [How Do I: Use Covariance and Contravariance in VS 2010 Part I?](http://msdn.microsoft.com/en-us/vcsharp/ee672314.aspx) by Eric Lippert.

How can I create variant generic interfaces and delegates myself?

The [out](http://msdn.microsoft.com/en-us/library/dd469487(VS.100).aspx) keyword marks a type parameter as covariant, and the [in](http://msdn.microsoft.com/en-us/library/dd469484(VS.100).aspx) keyword marks it as contravariant. The two most important rules to remember:

* You can mark a generic type parameter as covariant if it is used only as a method return type and is not used as a type of formal method parameters.
* And vice versa, you can mark a type as contravariant if it is used only as a type of formal method parameters and not used as a method return type.

For more information about variance validation, read [Creating Variant Generic Interfaces](http://msdn.microsoft.com/en-us/library/dd997386(VS.100).aspx) and [Variance in Delegates](http://msdn.microsoft.com/en-us/library/dd233060(VS.100).aspx) on MSDN and Eric Lippert’s post [Exact rules for variance validity](http://blogs.msdn.com/ericlippert/archive/2009/12/03/exact-rules-for-variance-validity.aspx).

This example shows how to create a variant generic interface:

interface IVariant<out R, in A>  
{  
    // These methods satisfy the rules.  
    R GetR();  
    void SetA(A sampleArg);  
    R GetRSetA(A sampleArg);  
  
    // And these don’t.  
    // A GetA();  
    // void SetR(R sampleArg);  
    // A GetASetR(R sampleArg);  
}

If you extend a variant interface, the extending interface is invariant by default. You must explicitly specify whether the type parameters are covariant or contravariant by using the [out](http://msdn.microsoft.com/en-us/library/dd469487(VS.100).aspx) or [in](http://msdn.microsoft.com/en-us/library/dd469484(VS.100).aspx) keyword. Here is a quick example from [MSDN](http://msdn.microsoft.com/en-us/library/dd997386(VS.100).aspx):

interface ICovariant<out T> { }   
  
// This interface is invariant because I didn't use the "out" keyword.   
interface IInvariant<T> : ICovariant<T> { }   
  
// And this one is covariant because I explicitly specified this.   
interface IExtCovariant<out T> : ICovariant<T> { }

And once again, this feature is supported for generic interfaces and delegates only. So the following doesn’t compile:

class Sample<out T> { }  // Compiler error here.

For more examples, take a look at the video [How Do I: Use Covariance and Contravariance in VS 2010 Part II?](http://msdn.microsoft.com/en-us/vcsharp/ee672319.aspx) by Eric Lippert.

Where can I find more in-depth information about covariance and contravariance?

This is the MSDN root topic: [Covariance and Contravariance](http://msdn.microsoft.com/en-us/library/ee207183(VS.100).aspx).

And, of course, read [Eric Lippert’s blog](http://blogs.msdn.com/ericlippert/archive/tags/Covariance+and+Contravariance/default.aspx). He designed this feature for C# 4.0, so who knows more about it?

Ques:

**What is background worker? Can one call background Worker from another thread than UI thread?**

Yes. BackgroundWorker uses the Event-based Asynchronous Pattern (EAP). As such, it requires a thread context in which to live. UI threads satisfy this requirement, but manually-created Thread instances do not (unless you install one or make the instance a secondary UI thread).

**BackgroundWorker vs background Thread**

1. Use [BackgroundWorker](http://msdn.microsoft.com/en-us/library/system.componentmodel.backgroundworker.aspx) if you have a single task that runs in the background and needs to interact with the UI. The task of marshalling data and method calls to the UI thread are handled automatically through its event-based model. Avoid BackgroundWorker if...
   * your assembly does not already reference the System.Windows.Form assembly,
   * you need the thread to be a foreground thread, or
   * you need to manipulate the thread priority.
2. Use a [ThreadPool](http://msdn.microsoft.com/en-us/library/system.threading.threadpool.aspx) thread when efficiency is desired. The ThreadPool helps avoid the overhead associated with creating, starting, and stopping threads. Avoid using the ThreadPool if...
   * the task runs for the lifetime of your application,
   * you need the thread to be a foreground thread,
   * you need to manipulate the thread priority, or
   * you need the thread to have a fixed identity (aborting, suspending, discovering).
3. Use the [Thread](http://msdn.microsoft.com/en-us/library/system.threading.thread.aspx) class for long-running tasks and when you require features offered by a formal threading model, e.g., choosing between foreground and background threads, tweaking the thread priority, fine-grained control over thread execution, etc.

**Explain how it makes easy UI threading with Background Worker.**

[**http://www.i-programmer.info/programming/silverlight/1388-easy-ui-threading-with-background-worker.html?start=1**](http://www.i-programmer.info/programming/silverlight/1388-easy-ui-threading-with-background-worker.html?start=1)

[**Does the BackgroundWorker provide real multithreading?**](http://stackoverflow.com/questions/2257716/does-the-backgroundworker-provide-real-multithreading)

Each BackgroundWorker runs a on a separate thread. You can create as many background workers as you need to run operations in parallel, so in that sense it is true multithreading.

The benefit of BackgroundWorker is the ease with which you can subscribe events that will fire on your UI thread when the time-consuming task completes.

**What are the different ways of implementing multithreading in .NET?**

[**http://www.albahari.com/threading/**](http://www.albahari.com/threading/)

**How to handle exceptions from a BackgroundWorker thread?**

**How to directly access the UI thread from the BackgroundWorker thread in WPF?**

**What kind of background threading should I use in this particular scenario?**

You are in .NET presented with the following options:

1) **BackgroundWorker** (System.ComponentModel.BackgroundWorker)  
2) **ThreadPool** (System.Threading.ThreadPool)  
3) **Thread** (System.Threading.Thread)  
4) **Task/Task<T>** (System.Threading.Task; *.NET 4 only*)

**BackgroundWorker (BGW)**:  
This component can be used if you are doing work which should ultimately interact with the UI. The BackgroundWorker communicates using events raised on the user interface thread (see below), hence it is a good candidate for UI applications.

![image](data:image/png;base64,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)

static void Main(string[] args)  
{  
 var p = new Person();  
   
 //BGW   
 var bgw = new BackgroundWorker();  
 bgw.DoWork += bgw\_DoWork;  
 bgw.RunWorkerCompleted += bgw\_RunWorkerCompleted;  
 bgw.RunWorkerAsync(p); //start working, pass in Person class 'p'  
}  
  
//running on UI-thread  
static void bgw\_RunWorkerCompleted(object sender, RunWorkerCompletedEventArgs e)  
{  
 throw new NotImplementedException();  
}  
  
//running on background thread  
static void bgw\_DoWork(object sender, DoWorkEventArgs e)  
{  
 throw new NotImplementedException();  
}

As seen in the above figure – the “RunWorkerCompleted” event is raised on the UI-thread (the backgroundworker handles the marshalling) and you can safely manipulate UI-controls from the eventhandler listening to RunWorkerCompleted event. Technically, the BGW raises the event on the *calling thread*; but as this is the UI-thread in the above scenario, you are effectively seeing an event raised on the UI-thread.

**ThreadPool (TP):**This is an easy way of offloading tasks to the .NET threadpool. You basically compose a “task” (method) and send this off by queuing the task to the threadpool. *It is a fire-and-forget way of programming*. If you intend to interact with the UI afterwards, you should be aware that the operation is running in a non-UI thread!
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static void Main(string[] args)  
{  
 //thread pool  
 var p = new Person();  
 ThreadPool.QueueUserWorkItem(ThreadPoolWorker, p);  
}  
  
static void ThreadPoolWorker(object stateObject)  
{  
 //do long running stuff with "stateObject"  
   
}

**Thread**:  
This is the **hardcore** way of doing multithreading. All is left to the developer, but you are in this way given full control of almost any property on the thread.

static void Main(string[] args)  
{  
 //  
 var p = new Person();  
   
 var ts = new ParameterizedThreadStart(WorkMethod);  
 var t = new Thread(ts);  
 t.Name = "my thread";  
 t.Priority = ThreadPriority.Highest; //set high priority  
 t.Start(p); //pass in Person object  
}  
  
   
static void WorkMethod(object state)  
{  
 //do stuff with state-object  
}

**Task/Task<T>**:  
This is presented as the future of multithreading. It is the way multithreading should be made, according to the “dark empire” (MS). The terms and concepts originally comes from TaskParallelLibrary (TPL), which was an incubation project from the PnP group in MS.

static void Main(string[] args)  
{  
 //  
 var p = new Person();  
   
 var t = new Task(WorkMethod, p); //create new task, pass in Person  
 t.Start(); //schedule task (will start afterwards)  
}  
  
   
static void WorkMethod(object p)  
{  
 //do stuff with state-object  
}

There are a large number of tweaks that can be set on the Task/Task<T>. These are not shown, but allows you do control a large number of things.

<http://blog.clauskonrad.net/2011/03/threading-backgroundworker-vs.html>

**Which thread does background worker completed event handler run on?**

<http://stackoverflow.com/questions/4220239/which-thread-does-backgroundworker-completed-event-handler-run-on>

It's going to be run in the same thread that BackgroundWorker is in, i.e., most usually the UI thread.

**I get this error if I click a button that starts the backgroundworker twice. "This BackgroundWorker is currently busy and cannot run multiple tasks concurrently"**

**How can I avoid this?**

Don't start the BackgroundWorker twice. You can check if it is already running by using the IsBusy property, so just change this code:

worker.RunWorkerAsync();

to this:

if( !worker.IsBusy )  
 worker.RunWorkerAsync();  
else  
 MessageBox.Show("Can't run the worker twice!");

You also have the ability to cancel the current job, here is a code sample

worker.WorkerSupportsCancellation = true;  
 if (worker.IsBusy)  
 worker.CancelAsync();  
 else  
 worker.RunWorkerAsync();

// Events  
 void worker\_DoWork(object sender, DoWorkEventArgs e)  
 {  
 for(int i = 0; i < int.MaxValue; i++)  
 {  
 if (worker.CancellationPending)  
 {  
 e.Cancel = true;  
 return;  
 }  
 // Do work here  
 }  
 e.Result = MyResult;  
 }  
  
 void worker\_RunWorkerCompleted(object sender, RunWorkerCompletedEventArgs e)  
 {  
 // Deal with results  
 }

**When does BackgroundWorker thread get killed?**

|  |
| --- |
| Background worker threads do not get killed: they are returned to the threadpool. |

**I'm creating a C# dll, which is going to be used by others developers in WinForms. For some reasons, I want to detect, if methods from this library, are called from Main (GUI) Thread and warn developer he has done such a thing (ie. in log file). Is there any reasonable way to detect calling method from main thread? Remember I have no access to WinForm application.**

An easy solution in this case is to declare a static control in the library assembly that is created on the Main UI thread. If you want to detect if the library is called from the main thread, then use the following

if (MyLibraryControl.InvokeRequired)  
 //do your thing here

**How does background worker object not able to know running in the UI thread? Explain the implementation of background worker?**

**What are the standard patterns for performing I/O-bound and compute-bound asynchronous operations?**

The .NET Framework provides the following two standard patterns for performing I/O-bound and compute-bound asynchronous operations:

* Asynchronous Programming Model (APM), in which asynchronous operations are represented by a pair of Begin/End methods such as [FileStream.BeginRead](http://msdn.microsoft.com/en-us/library/zxt5ahzw.aspx) and [Stream.EndRead](http://msdn.microsoft.com/en-us/library/system.io.stream.endread.aspx).
* Event-based asynchronous pattern (EAP), in which asynchronous operations are represented by a method/event pair that are named OperationNameAsync and OperationNameCompleted, for example, [WebClient.DownloadStringAsync](http://msdn.microsoft.com/en-us/library/system.net.webclient.downloadstringasync.aspx) and [WebClient.DownloadStringCompleted](http://msdn.microsoft.com/en-us/library/system.net.webclient.downloadstringcompleted.aspx). (EAP was introduced in the .NET Framework version 2.0.)

The Task Parallel Library (TPL) can be used in various ways in conjunction with either of the asynchronous patterns. You can expose both APM and EAP operations as Tasks to library consumers, or you can expose the APM patterns but use Task objects to implement them internally. In both scenarios, by using Task objects, you can simplify the code and take advantage of the following useful functionality:

* Register callbacks, in the form of task continuations, at any time after the task has started.
* Coordinate multiple operations that execute in response to a **Begin\_** method, by using the [ContinueWhenAll](http://msdn.microsoft.com/en-us/library/system.threading.tasks.taskfactory.continuewhenall.aspx) and [ContinueWhenAny](http://msdn.microsoft.com/en-us/library/system.threading.tasks.taskfactory.continuewhenany.aspx) methods, or the [WaitAll](http://msdn.microsoft.com/en-us/library/system.threading.tasks.task.waitall.aspx) method or the [WaitAny](http://msdn.microsoft.com/en-us/library/system.threading.tasks.task.waitany.aspx) method.
* Encapsulate asynchronous I/O-bound and compute-bound operations in the same Task object.
* Monitor the status of the Task object.
* Marshal the status of an operation to a Task object by using [TaskCompletionSource<TResult>](http://msdn.microsoft.com/en-us/library/dd449174.aspx).

**Can there be two UI threads in application?**

[**http://stackoverflow.com/questions/1652799/multiple-ui-threads-on-the-same-window**](http://stackoverflow.com/questions/1652799/multiple-ui-threads-on-the-same-window)

[**Write a lambda or anonymous function that accepts an out parameter**](http://stackoverflow.com/questions/1990569/write-a-lambda-or-anonymous-function-that-accepts-an-out-parameter)**.**

**I have a delegate defined in my code:**

public bool delegate CutoffDateDelegate( out DateTime cutoffDate );

**I would like to create delegate and initialize with a lambda or anonymous function, but neither of these compiled.**

CutoffDateDelegate del1 = dt => { dt = DateTime.Now; return true; }  
CutoffDateDelegate del2 = delegate( out dt ) { dt = DateTime.Now; return true; }

**Is there way to do this?**

You can use either lambda or anonymous delegate syntax - you just need to specify the type of the argument, and mark it as out:

public delegate bool CutoffDateDelegate( out DateTime cutoffDate );  
  
// using lambda syntax:  
CutoffDateDelegate d1 =   
 (out DateTime dt) => { dt = DateTime.Now; return true; };  
  
// using anonymous delegate syntax:  
CutoffDateDelegate d2 =   
 delegate( out DateTime dt ) { dt = DateTime.Now; return true; }

While explicitly declaring arguments as ref/out is expected, having to declare argument types in lambda expression is less common since the compiler can normally infer them. In this case, however, the compiler does not currently infer the types for out or ref arguments in lambda/anon expressions. I'm not certain if this behavior is a bug/oversight or if there's a language reason why this must be so, but there's an easy enough workaround.

**EDIT:** I did a quick check in VS2010 β2, and it still looks like you have to define the argument types - they are not inferred for C# 4.

**I have method that return some data type**

MyType MyMethod()

**If I am running this method into a separate thread, how can this return type be retrieve in the calling thread (that invokes other thread executing MyMethod)?**

There are many ways to do it, here's one:

Func<MyType> func = MyMethod;  
func.BeginInvoke(ar =>  
{  
 MyType result = (MyType)func.EndInvoke(ar);  
 // Do something useful with result  
 ...  
},  
null);

Here's another, using the Task API:

Task.Factory  
 .StartNew(new Func<MyType>(MyMethod))  
 .ContinueWith(task =>  
 {  
 MyType result = task.Result;  
 // Do something useful with result  
 ...  
 });

And a last one, using the Async CTP (preview of C# 5):

MyType result = await Task.Factory.StartNew<MyType>(MyMethod);  
// Do something useful with result  
...

**What happens if you try and use Windows Forms controls from another thread?**

User controls need to run on the UI thread because that is a restriction in the Windows API. If you try and use Windows Forms controls from another thread you will get an exception.

You can run other code in another thread, but use the UI thread to update the controls. You can use BackgroundWorker for this. Or you can use the InvokeRequired and Invoke or BeginInvoke methods on the control instance to have it execute code on the UI thread.

**How does ref and out differ? For reference type, explain the real use of ref parameter.**

<http://stackoverflow.com/questions/961717/c-what-is-the-use-of-ref-for-reference-type-variables>

**What is the difference between ref and out parameters in .NET? What are the situations where one can be more useful than the other? Can anybody illustrate with a code snippet where one can be used and another can't?**

**I am struggling how to use "ref" (to pass argument by reference) in real app. I would like to have simple and mainly meaningful example. Everything I found so far could be easily redone with adding return type to the method. Any idea someone?**

The best example coming in my mind is a function to Swap two variables values:

static void Swap<T>(ref T el1, ref T el2)  
{  
 var mem = el1;  
 el1 = el2;  
 el2 = mem;  
}

Usage:

static void Main(string[] args)  
{  
 string a = "Hello";  
 string b = "Hi";  
  
 Swap(ref a, ref b);  
 // now a = "Hi" b = "Hello"  
  
 // it works also with array values:  
 int[] arr = new[] { 1, 2, 3 };  
 Swap(ref arr[0], ref arr[2]);  
 // now arr = {3,2,1}  
}

A function like this one cannot be done without the ref keyword.

The TryParse methods built into the framework are typical examples. They use out instead of ref but it is the same semantics, it's just that the caller doesn't need to initialize the value. Example:

int result;  
bool isSuccess = int.TryParse("some string", out result);  
if (isSuccess)  
{  
 // use the result here  
}

As you can see the function returns a boolean indicating whether the operation succeeds but the actual result is returned as out parameter.

**What is finalization queue? What is the algorithm for GC?**